
Using Mixture of Experts Method in Combining
Search-Guiding Heuristics for Theorem Proving

C. Acar Erkek1 and Tunga Güngör2
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Abstract. The main challenge of automated theorem proving is to find
a way to shorten the search process. Therefore using a good heuristic
method is essential. Instead of constructing a heuristic from scratch, we
propose to use the mixture of experts learning to combine the existing
heuristics to construct a heuristic from similar problems. The results
show that the combined heuristic is better than each individual heuristic
used in combination.

1 Introduction

The resolution principle reduces proof procedures into a series of simpler, unin-
telligent operations, which computers perform very fast. Although the resolution
principle is useful and fast, it has no predefined clause choosing mechanism and
it expands the search space quickly. So, it is essential to use a heuristic method
to narrow (or direct) the search path.

In automated theorem proving (ATP) systems, usually static evaluation func-
tions are used as heuristics. These functions are dependent on the features of the
clauses (e.g. the number of symbols in a clause). Usually problems have differ-
ent characteristics and require different approaches. We do not have “the best”
heuristic which is successful for each problem. Machine learning methods can be
used for inventing good heuristics, improving existing ones, adapting methods
for the given problem [1], or choosing a suitable heuristic from a given set [2].

Mixture of experts (MOE) is a variant of artificial neural networks, and it can
be used to combine multiple learning or non-learning experts. Its main purpose
is to learn the regions where each expert is successful. In this paper, we propose
a novel method for automated theorem proving, based on the MOE approach to
combine different heuristics, and to construct a new heuristic. This heuristic is
shown to be more successful than each individual heuristic used independently.

2 Previous Work

A neural network can be used to learn the search-guiding heuristics [3]. The
training data of the neural network are the proofs of non-heuristic version. The



steps that contribute to the proof are taken as positive training data. Branches
that do not contribute but are close to the positive training data are taken as
negative examples.

The similarity between problem definitions is used in [4]. Solutions of solved
(similar) problems are used to configure the parameters of the heuristic, to be
used in the current problem. Machine learning is used to suggest a sequence of
heuristics according to their similarity with the current problem [2]. Numeric
features of the problem descriptions (axioms and the conclusion) are used to
define the similarity. Also, two different heuristics can be learned and then com-
bined. The success of the combination is better than both of the heuristics in
some of the tests [5].

Although converting a clause into numeric representation causes some loss
of information, numeric representations are usually used since they are suitable
for inexact knowledge, we can define similarity and distance concepts easily, and
there are powerful learning methods with numeric representations [1]. Numeric
features of clauses are used to convert them into numeric representations. Num-
ber of literals (in a clause), number of distinct predicates, number of variables,
number of functions and term depth of the clauses are examples.

3 Proposed Method

The given-clause algorithm is a popular and efficient algorithm used in ATP
systems [6]. A good heuristic function is essential for this algorithm since after
some time, the number of inferences explodes.

MOE can be seen as a general architecture for combining multiple experts,
where the experts may not be linear or learning and the gating may not be
linear [7],[8]. The idea is to achieve success rates better than each individual
expert. MOEs are trained with the back-propagation algorithm. We prefer the
cooperative learning model, since it is shown that cooperative model is more
accurate than the competitive model [7].

We use clause heuristics as the experts of the system. The flexibility of MOE
allows us to use different types of heuristics together (non-learning heuristics
and learning heuristics). Different experts may give output in different scales,
which affects the learning process negatively in early stages. We propose to filter
the outputs of experts with perceptrons (which are trained separately for each
expert), therefore we do not use the outputs of experts directly, but posterior
probabilities, which are calculated by perceptron, are used in mixture of experts.
This method also ensures that outputs of experts are in [0, 1] interval.

In applying machine learning, our training data will be the output of the
system, which indicates that we will use the proof steps of previous problems
to solve new problems. Initially, since there is no training, we must use the
outputs of problems solved with conventional heuristics. We choose clauses that
contribute to the solution as positive examples, that do not contribute to the
solution as negative examples. a proof has much more negative examples than
positive examples. It is better to take negative examples which are close to



positive examples [1]. We only include negative examples which are two steps
away from positive examples in the proof tree.

The positive and negative examples are converted into their numeric repre-
sentations. This numeric data are used to train the MOE network. We train the
network until the coefficients are stable. In our examples, all training sessions
are very fast (takes less than 1 s.), so compared to the proof sessions, the total
time of the training sessions is negligible. Some of the clause features used in
numerical representation are number of literals, predicates, constants, functions,
variables, maximum nesting of the clause and maximum weight of literals.

The problem definition of the new problem is compared with the previously
solved problems and the knowledge of the most similar problem is applied to the
new problem. This concept, which is called instance-based learning, is success-
fully used in [2]. To determine the similarity, each problem is converted into nu-
merical representations. Then, similarity is calculated as the euclidean distance
between these feature vectors. Some of the features used in the application are
term depth of the axioms, number of distinct predicates and function arities. In
the future, a mechanism should be implemented for dealing with the problems
that do not have applicable knowledge in their close neighborhood.

The MOE is initialized with the coefficients taken from the most similar
problem. And the output of this MOE network is used as the heuristic function
in the given-clause algorithm.

4 Experiments and Discussion

In our experiments, we implemented the proposed method on top of the Otter
ATP system [6], by modifying the clause selection mechanism of Otter to use
the mixture of experts. The other mechanisms of Otter were kept the same so
that we can isolate the effect of the clause selection mechanism in the results.

The experiments were done on an Intel Pentium 4 1.7 Ghz Ubuntu Linux
computer. In all of the tests, a moderate time limit (3 min.) was given to the
prover to prevent running indefinitely if it does not find a solution. We used the
TPTP (Thousands of Problems for Theorem Provers) library in the tests [9]. We
used problems without equality, which are defined in clause normal form.

In the experiments, we combined three simple heuristics. For comparison, we
used two hypothetical heuristics: For a given problem, one of these hypothetical
heuristics acts as the best (Hbest), the other acts as the worst (Hworst) among
other heuristics (H1, H2, H3). And our learned heuristic is Hcomb. Other experts
can be added to the system (learning or non-learning). The system will easily be
integrated with experts which use back-propagation without any modification.

The results of experiments for the FLD domain are given in Figure 1. Results
show that in 35% of the problems, Hcomb is at least as fast as the hypothetical
heuristic Hbest. So, we can conclude that the system has gained abilities be-
yond the combined heuristics for these problems. Also we should consider that
constructing the perfect Hbest heuristics is impossible and all heuristics will be
subject to the problems of similarity and numerical representations.



For some problems (10%), we see that, our proposed system is worse than
combined heuristics. There are two possibilites for these negative results: the
loss of information due to numerical representations and the similarity approach
we used. An analysis of negative results should help us to improve our similarity
approach. An alternative for numerical representations is symbolic representa-
tion approach, which can be combined with the current work in the future with
a slight modification in the gating structure [10].

Both Hcomb and Hbest succeeded 82 51%

Both Hcomb and Hbest failed 72 45%

Hcomb succeeded but Hbest failed 5 3%

Hcomb failed but Hbest succeeded 2 1%

Hcomb is faster than Hbest 23 14%

Hcomb is as fast as Hbest 35 21%

Hcomb is faster than Hworst but slower than Hbest 10 6%

Hcomb is slower than Hworst 14 9%

Total number of problems 161 100%

Fig. 1. Number of solved problems from FLD domain
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